VITRuM - A Plug-In for the Visualization of Test-Related Metrics
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ABSTRACT

Software testing is the first weapon against software faults, used by developers to preventively locate implementation errors in the exercised production code that may cause critical failures to the inner-working of software systems. According to recent findings, the effectiveness of testing might be not only due to its ability to cover the production code but also to some other properties, like code quality. Among other aspects, the literature reported that an advanced visualization of test-related metrics, e.g., test code coverage on production code, result to be a key strength for developers when dealing with software faults. In this paper, we propose VITRuM (VIsualization of Test-Related Metrics), an IntelliJ plug-in able to provide developers with an advanced visual interface of both static and dynamic test-related metrics that has the potential of making them more able to diagnose production code faults. The plug-in is available in the official JetBrains Plugins Repository. A video showing the tool in action is available at https://youtu.be/kFE81eYPgUg.
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1 INTRODUCTION

Pressure, continuous changes, strict deadlines: these reasons often enforce developers to deliver low-quality software and to rely on testing to verify the compliance of software to predefined requirements [12]. While testing has been often identified as a way to improve software quality and reliability [3, 6, 14], researchers have pointed out that its effectiveness heavily depends on how test code-related metrics are made actionable to developers [4, 6, 7]. Particularly, Jones et al. [7] reported that visualization techniques can effectively display to developers a large amounts of data that can assist debugging activities; later on, Jones [6] and Cornelissen et al. [4] discovered that a proper visualization of source code coverage information, i.e., the amount of lines of production code exercised by a test, helps developers with understanding production code and finding critical faults. More recently, researchers highlighted the relevance of test code quality, i.e., test code metrics [9] and smells [11], on the ability of tests to properly discover faults in production code, suggesting that, when dealing with faults, developers should not only rely on basic information on test coverage, but also on indicators able to characterize the quality of a test suite.

In this paper, we aim at putting previous knowledge into action by proposing a tool coined VITRuM (VIzualization of Test-Related Metrics), an IntelliJ plug-in able to provide developers with an advanced visual interface of a number of test code-related factors, ranging from statically computable indicators (like quality metrics and smells [9, 11]) to dynamic measures such as code coverage indicators [5, 13]. We designed VITRuM to support developers with both the immediate analysis of source code as well as the evolutionary investigation of the capabilities of software tests, which can be useful to delineate whether and which tests would deserve maintenance operations [2].

2 METRICS EXTRACTED BY VITRUM

VITRuM is available in the JetBrains Plugin Repository and can be run on any Java project. It allows the analysis of three families of metrics. It is worth remarking that all the metrics can be included/excluded in the analysis by VITRuM users through a configuration panel.

Structural Metrics. Visualizing and monitoring structural aspects of test cases can help developers to assess the overall quality of test suites and the extent to which they are in line with the good practice of the object-oriented paradigm.

VITRuM includes the calculation of structural metrics related to several aspects, such as size, cohesion, coupling, and complexity.

In addition to CK Metrics, the plug-in also computes the Assertion Density, defined as the percentage of assert statements with respect to the total number of statements in a test class.

Test Smells. Defined as bad design or implementation choices applied by developers that could have a negative impact on understandability, maintainability, and effectiveness.

VITRuM includes the automatic identification of seven types of test smells, based on the detection mechanism defined by Palomba, et al. [10]. Details about the test smells are described in Table 1.

Dynamic Metrics. These metrics provide information about the effectiveness of tests. The current version of the plug-in allows the
Table 1: List of test smells considered by VITRuM.

<table>
<thead>
<tr>
<th>Test smell</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Assertion Roulette</td>
<td>A test method having multiple non-documented assertions</td>
</tr>
<tr>
<td>Eager Test</td>
<td>A test method exercising more than one method of the production class</td>
</tr>
<tr>
<td>General Fixture</td>
<td>A test class having a too general setup (different tests only access part of it)</td>
</tr>
<tr>
<td>Mystery Guest</td>
<td>A test accessing external resources like files or a database records</td>
</tr>
<tr>
<td>Resource Optimism</td>
<td>A test that makes optimistic assumptions about the existence of external resources</td>
</tr>
<tr>
<td>Sensitive Equality</td>
<td>A test using the toString method in assert statements</td>
</tr>
<tr>
<td>Indirect Testing</td>
<td>A test exercising different classes with respect to the production class corresponding to the test class</td>
</tr>
</tbody>
</table>

calculation of line and branch coverage, calculated as the percentage of lines/branches exercised by the test with respect to the total number of lines/branches in the production class. Moreover, it also allows the calculation of mutation coverage, defined as the percentage of mutated statements in the production class that is covered by the test [1]. Note that we used JaCoCo 2 to calculate line and branch coverage, and pitest 3 for the mutation coverage.

Finally, VITRuM also computes the analysis of flaky tests. Flaky tests are tests exhibiting a non-deterministic behavior (i.e., they can pass or fail with the same input). In order to detect the presence of flaky tests, VITRuM executes each test 10 times: if the output is different in at least one case than the test is flaky. Note that the number of independent executions can be customized in the configuration panel.

3 VITRUM VISUALIZATION

Figure 1 depicts the report shown after the computation of the metrics on the example project Apache commons-lang 4. The window is composed of panels highlighted in the figure.

Panel 1 lists all the test classes of the project under analysis. The classes are ordered by the criticality of the test smells affecting them. The list shows in black the classes that are not affected by any test smell, in yellow the classes affected by at least one test smell, and in red the classes critically affected by test smells, i.e., whose intensity is above a given critical threshold. On the top of the list, the plug-in presents a filter to narrow the search based on the selected test smell. Clicking on the name of one of the test classes in the list, all the other panels are shown. Panel 2 reports the value for all the metrics calculated for the selected test class. Panel 4 contains a plot that allows the analysis of the metrics over time starting from the first execution of the plug-in on the subject project. The plot also contains two dotted lines that represent the thresholds for test smells analysis. In detail, the yellow line represents the threshold to determine whether the class is affected by the test smell, while the red line represents the criticality threshold. The slider on the top of the plot (panel 3) allows users to dynamically change the starting date to consider for the analysis.

4 CONCLUSION

This paper presents VITRuM, a plug-in for the IntelliJ IDE that automatically compute a number of test-related factors and displays the results through a easy-to-use visual interface. Future work includes the integration of other metrics related to test code quality and the addition of features to export data and plots.
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